ACode: Web-based System for Automatic Evaluation of Java Code
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Abstract. Most current approaches for automatic evaluation of source code use input/output testing to validate student-submitted solutions. However, very few use software engineering metrics to analyze source code. With the limitations of related work in mind, we present, in this paper, our 4-stage approach for automatic evaluation of source code: i) the code is first compiled and checked for any errors; ii) the compiled code is then tested against a set of JUnit tests provided by the teacher; iii) a set of software engineering metrics is used to compare the student's solution against the teacher's solution; iv) and finally, based on the previous stages, feedback is provided to the students so they can self-evaluate and identify the areas in which they need further study.
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1 Introduction

The success of first year students in learning programming languages and concepts is usually associated with hard work and frequent testing of their programming skills so as to assess their current knowledge. During evaluation periods, teachers provide programming exercises for which the students have to present solutions. Afterwards, the teacher grades these tests individually and it is through this grading feedback that students can self-evaluate and determine the concepts that need further study. Several systems exist that provide an automatic process to evaluate students' solutions, with Mooshak [1], a web-based system designed to support programming contests, being one of the most used. Other systems like PC2 (desktop application [2]), UVa Judge and EduJudge [3] also provide similar functionalities.

These approaches are capable of evaluating source code by using simple methods that merely test the inputs and outputs of the compiled programs but fail to use more comprehensive methods that would enable the evaluation module to produce a more accurate grade for the student's solution. Our goal is to overcome these limitations and extend the functionality of typical evaluation mechanisms and thus provide an accurate evaluation of the entire program. We do so by introducing the use of software engineering metrics while comparing the student's solution with the teacher's solution. This data, combined with the input/output testing data, provides a complete view of the quality of the student's solution.
2 ACode System

The ACode system's goal is to provide a way for students to autonomously practice their programming skills and solve problems and assignments given by their teachers and have an automatic and immediate feedback on their performance. Through the web-based system, students submit their solution for the given problem, which is then analyzed in a four-stage process (see Fig. 1):

![Fig. 1. ACode system's flowchart](image)

1. The source code sent by the student is first compiled by the system to make sure that no compilation errors exist. If errors exist, then the system returns a final grade of 0 (zero). The student can then re-submit a solution.
2. If the code compiles without any errors, the second stage will run a set of JUnit tests [4] (allows a programmer to execute automatic tests on java code) provided by the teaching staff. If all tests fail, then the system returns a final grade of 0 (zero), otherwise, continues.
3. After the testing stage, the system will retrieve important data from the compiled source code (through the JavaParser framework [5]) and from the teacher's solution and compare both sets of data using simple software engineering metrics (see section 2.1).
4. Finally, the system gathers all information from previous stages and using a set of formulas (see section 2.1), calculates the final grade of the student's solution. This final grade, along with a detailed report of the evaluation is presented to the student so that he or she can assess his or her performance.

2.1 Evaluation Process

The second stage, as described in the previous section, performs a set of tests through the ACode system so as to obtain the number of successful tests in the student's solution. Expression (1) depicts the way the system assigns a grade to the test-stage of the evaluation process.

$$\text{tests} = \frac{\text{correct tests} \times 20}{\text{total tests}}$$  \hspace{1cm} (1)

Afterwards, the system extracts specific metric-based data from both the student's solution and the teacher's solution. The number of lines of each method, the number of methods, the cyclomatic complexity [6] (measurement and control of the number of paths in a program) and the number of global variables in the class are some of the
software engineering metrics that are used in the ACode’s automatic evaluation module for Java source code. We have chosen this set of metrics because they are adequate to evaluate simple algorithms, which are often the ones used by first year students. The system will compare both sets of metric-based data (the student's and the teacher's), as depicted in expression (2), to calculate the grade for the metrics evaluation stage (stored in the individual_metric variable).

\[
\text{individual}_\text{metric} = 20 - e^{\left(\frac{\text{metric}_\text{student} - \text{metric}_\text{professor}}{\text{metric}_\text{professor}}\right)}
\]  

(2)

The teacher will provide a percentage for each of the evaluation elements, which marks the relevance of that specific element within the evaluation. Table 1 describes all of the percentages used in this metrics-based evaluation.

<table>
<thead>
<tr>
<th>Variable</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>P_class</td>
<td>Percentage assigned to the metrics of the class</td>
</tr>
<tr>
<td>P_method</td>
<td>Percentage assigned to the metrics of a method</td>
</tr>
<tr>
<td>P_project</td>
<td>Percentage assigned to the metrics of the project</td>
</tr>
<tr>
<td>pcc_class</td>
<td>Percentage assigned to the cyclomatic complexity of the class</td>
</tr>
<tr>
<td>pln_class</td>
<td>Percentage assigned to the number of lines in the class</td>
</tr>
<tr>
<td>pmn_class</td>
<td>Percentage assigned to the number of methods in the class</td>
</tr>
<tr>
<td>pan_class</td>
<td>Percentage assigned to the number of attributes in the class</td>
</tr>
<tr>
<td>pcc_method</td>
<td>Percentage assigned to the cyclomatic complexity of a method</td>
</tr>
<tr>
<td>pln_method</td>
<td>Percentage assigned to the number of lines in a method</td>
</tr>
<tr>
<td>pcn_project</td>
<td>Percentage assigned to the number of classes in the project</td>
</tr>
<tr>
<td>pmn_project</td>
<td>Percentage assigned to the number of methods in the project</td>
</tr>
<tr>
<td>pcc_project</td>
<td>Percentage assigned to the cyclomatic complexity of the project</td>
</tr>
<tr>
<td>pln_project</td>
<td>Percentage assigned to the number of lines in the project</td>
</tr>
<tr>
<td>pan_project</td>
<td>Percentage assigned to the number of attributes in the project</td>
</tr>
</tbody>
</table>

\[
\text{metrics}_\text{class} = \text{pcc}_\text{class} \times \text{cyclomatic}_\text{complexity} + \text{pln}_\text{class} \times \text{lines}_\text{number} + \text{pmn}_\text{class} \times \text{methods}_\text{number} + \text{pan}_\text{class} \times \text{attributes}_\text{number}
\]  

(3)

\[
\text{metrics}_\text{method} = \text{pcc}_\text{method} \times \text{cyclomatic}_\text{complexity} + \text{pln}_\text{method} \times \text{lines}_\text{number}
\]  

(4)

\[
\text{metrics}_\text{project} = \text{pcn}_\text{project} \times \text{classes}_\text{number} + \text{pmn}_\text{project} \times \text{methods}_\text{number} + \text{pcc}_\text{project} \times \text{cyclomatic}_\text{complexity} + \text{pln}_\text{project} \times \text{lines}_\text{number} + \text{pan}_\text{project} \times \text{attributes}_\text{number}
\]  

(5)
Expression (6) presents the formula used to calculate the grade associated with the metrics evaluation stage (stored in variable metrics) that uses the percentages described in Table 1.

\[
\text{metrics} = P_{\text{class}} \times \text{metrics\_class} + P_{\text{method}} \times \text{metrics\_method} + P_{\text{project}} \times \text{metrics\_project} \quad (6)
\]

Finally, all this evaluation data is combined in order to determine the final grade assigned to the student's solution. Expression (7) represents the formula used to calculate the final grade:

\[
R = \begin{cases} 
0 & , \text{compilation} = 0 \\
0 & , \text{compilation} = 1 \text{ and tests} = 0 \\
P_{r1} \times \text{tests} + P_{r2} \times \text{metrics} & , \text{compilation} = 1 \text{ and tests} > 0
\end{cases} 
\quad (7)
\]

In this expression, \( P_{r1} \) represents the percentage associated with the importance of the testing stage and \( P_{r2} \) represents the percentage associated with the importance of the metrics evaluation stage. The teacher provides both percentages as he (or she) sees fit. In the end, the student will get a complete report stating his or her final grade and the evaluation information that shows the tests that were successful and the ones that were unsuccessful.
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